**EXPERIMENT -5**

**Pass 2 Of Two Pass Assembler**

## Aim

To implement pass 2 of a two pass assembler

**Program**

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

struct

{

    int address;

    char label[50];

    char opcode[50];

    char operand[50];

} inter\_file;

int program\_len = 0;

struct

{

    char opcode[50];

    int value;

} optab[1000];

int optab\_length = 0;

struct

{

    char label[50];

    int value;

} symtab[1000];

int sym\_length = 0;

int searchOpcode(char \*opcode)

{

    for (int i = 0; i < optab\_length; i++)

    {

        if (strcmp(optab[i].opcode, opcode) == 0)

            return i;

    }

    return -1;

}

int searchSymtab(char \*label)

{

    for (int i = 0; i < sym\_length; i++)

    {

        if (strcmp(symtab[i].label, label) == 0)

            return i;

    }

    return -1;

}

void writeTextRecord(FILE \*temp\_ptr, FILE \*record\_ptr, int \*obj\_len, int \*starting\_addr)

{

    char str[100];

    fclose(temp\_ptr);

    fprintf(record\_ptr, "\nT^%06X^%02X", \*starting\_addr, \*obj\_len);

    temp\_ptr = fopen("op2/temp.txt", "r");

    fscanf(temp\_ptr, "%s", str);

    fprintf(record\_ptr, "%s", str);

    fclose(temp\_ptr);

}

void checkTextRecordLimit(FILE \*temp\_ptr, FILE \*record\_ptr, int \*obj\_len, int \*starting\_addr, int offset, int new\_starting\_addr, int \*obj\_staring\_addr)

{

    if (\*starting\_addr == -1)

        \*starting\_addr = new\_starting\_addr;

    if (\*obj\_staring\_addr == -1)

        \*obj\_staring\_addr = new\_starting\_addr;

    if ((\*obj\_len + offset) \* 2 > 60)

    {

        writeTextRecord(temp\_ptr, record\_ptr, obj\_len, starting\_addr);

*// Re-Initialize*

        \*obj\_len = 0;

        temp\_ptr = fopen("op2/temp.txt", "w");

        \*starting\_addr = new\_starting\_addr;

    }

}

void main()

{

    FILE \*inter\_ptr, \*record\_ptr, \*pgmlen\_ptr, \*optab\_ptr, \*symtab\_ptr, \*temp\_ptr;

    inter\_ptr = fopen("op/intermediate\_code.txt", "r");

    pgmlen\_ptr = fopen("op/program\_length.txt", "r");

    symtab\_ptr = fopen("op/symtab.txt", "r");

    optab\_ptr = fopen("input/optab.txt", "r");

    record\_ptr = fopen("op2/record.txt", "w");

    temp\_ptr = fopen("op2/temp.txt", "w");

    printf("Reading Symtab\n");

    while (fscanf(symtab\_ptr, "%s%X", symtab[sym\_length].label, &symtab[sym\_length].value) != EOF)

        sym\_length++;

    printf("Reading Optab\n");

    while (fscanf(optab\_ptr, "%s%X", optab[optab\_length].opcode, &optab[optab\_length].value) != EOF)

        optab\_length++;

    printf("Reading program length\n");

    fscanf(pgmlen\_ptr, "%X", &program\_len);

    int obj\_len = 0, starting\_addr = -1, obj\_staring\_addr = -1;

    printf("Reading intermediate file\n");

    printf("Generating record file\n");

    while (fscanf(inter\_ptr, "%X%s%s%s", &inter\_file.address, inter\_file.label, inter\_file.opcode, inter\_file.operand) != EOF)

    {

        if (strcmp(inter\_file.opcode, "START") == 0)

        {

            fprintf(record\_ptr, "H^%6.6s^%06s^%06X", inter\_file.label, inter\_file.operand, program\_len);

        }

        else if (searchOpcode(inter\_file.opcode) != -1)

        {

            checkTextRecordLimit(temp\_ptr, record\_ptr, &obj\_len, &starting\_addr, 3, inter\_file.address, &obj\_staring\_addr);

            int op\_pos = searchOpcode(inter\_file.opcode);

            int sym\_pos = searchSymtab(inter\_file.operand);

            if (sym\_pos != -1)

            {

                fprintf(temp\_ptr, "^%02X%X", optab[op\_pos].value, symtab[sym\_pos].value);

            }

*//Index Addressing*

            else if (strstr(inter\_file.operand, ",X"))

            {

                char label[40] = "";

                strncpy(label, inter\_file.operand, strlen(inter\_file.operand) - 2);

                int sym\_pos = searchSymtab(label);

                if (sym\_pos != -1)

                {

                    int value = symtab[sym\_pos].value + 0x8000;

                    fprintf(temp\_ptr, "^%02X%X", optab[op\_pos].value, value);

                }

                else

                {

                    printf("ERROR: SYMBOL NOT FOUND IN SYMTAB: %s\n", inter\_file.operand);

                    fprintf(temp\_ptr, "^%02X%04X", optab[op\_pos].value, 0x0);

                }

            }

            else

            {

                if (strcmp(inter\_file.operand, "\*\*") != 0)

                    printf("ERROR: SYMBOL NOT FOUND IN SYMTAB: %s\n", inter\_file.operand);

                fprintf(temp\_ptr, "^%02X%04X", optab[op\_pos].value, 0x0);

            }

            obj\_len += 3;

        }

        else if (strcmp(inter\_file.opcode, "BYTE") == 0)

        {

            float temp\_len = 0;

            for (int i = 0; i < strlen(inter\_file.operand); i++)

            {

                if (inter\_file.operand[i] == 'C' || inter\_file.operand[i] == 'X' || inter\_file.operand[i] == '\'')

                    continue;

                temp\_len += 1;

            }

            checkTextRecordLimit(temp\_ptr, record\_ptr, &obj\_len, &starting\_addr, temp\_len / 2, inter\_file.address, &obj\_staring\_addr);

            fprintf(temp\_ptr, "%s", "^");

            for (int i = 0; i < strlen(inter\_file.operand); i++)

            {

                if (inter\_file.operand[i] == 'C' || inter\_file.operand[i] == 'X' || inter\_file.operand[i] == '\'')

                    continue;

                if (inter\_file.operand[0] == 'X')

                    fprintf(temp\_ptr, "%C", inter\_file.operand[i]);

                else if (inter\_file.operand[0] == 'C')

                    fprintf(temp\_ptr, "%X", inter\_file.operand[i]);

            }

            obj\_len += temp\_len / 2;

        }

        else if (strcmp(inter\_file.opcode, "WORD") == 0)

        {

            checkTextRecordLimit(temp\_ptr, record\_ptr, &obj\_len, &starting\_addr, 3, inter\_file.address, &obj\_staring\_addr);

            fprintf(temp\_ptr, "^%06X", strtol(inter\_file.operand, NULL, 10));

            obj\_len += 3;

        }

    }

    if (obj\_len != 0)

        writeTextRecord(temp\_ptr, record\_ptr, &obj\_len, &starting\_addr);

    fprintf(record\_ptr, "\nE^%06X", obj\_staring\_addr);

    fclose(inter\_ptr);

    fclose(record\_ptr);

    fclose(pgmlen\_ptr);

    fclose(optab\_ptr);

    fclose(symtab\_ptr);

    fclose(temp\_ptr);

    printf("Removing temp file\n");

    remove("op2/temp.txt");

    printf("Assembler: PASS 2 done...\n");

}

**Input**

**symtab.txt**

BUFTOREC        3000

WRREC           3000

WLOOP           3003

OUTPUT          3015

ZERO            3016

BUFFER          3019

LENGTH          4019

**intermediate\_code.txt**

3000   BUFTOREC  START     3000

3000   WRREC     LDX       ZERO

3003   WLOOP     TD        OUTPUT

3006   \*\*        JEQ       WLOOP

3009   \*\*        LDCH      BUFFER,X

300C   \*\*        WD        OUTPUT

300F   \*\*        TIX       LENGTH

3012   \*\*        JLT       WLOOP

3015   OUTPUT    BYTE      X'05'

3016   ZERO      WORD      0

3019   BUFFER    RESB      4096

4019   LENGTH    RESW      1

401C   \*\*        END       WRREC

**optab.txt**

LDA 00

LDX 04

ADD 18

COMP 28

DIV 24

JEQ 30

JGT 34

JLT 38

LDCH 50

MUL 20

RD  D8

STA 0C

STCH 54

STX 10

SUB 1C

TD  E0

TIX 2C

WD  DC

**program\_length.txt**

101C

**Output**

![](data:image/png;base64,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)

**record.txt**

H^BUFTOR^003000^00101C

T^003000^19^043016^E03015^303003^50B019^DC3015^2C4019^383003^05^000000

E^003000